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Abstract—This technical report provides additional details
for the paper entitled Statically Checking API Protocol Confor-
mance with Mined Multi-Object Specifications [1]. We formally
describe how to translate API usage protocols represented
as finite state machines into a relationship-based specification
language.

1. INTRODUCTION

Programmers using an API often must follow protocols
that specify when it is legal to call particular methods.
Several techniques have been proposed to find violations
of such protocols based on mined specifications. However,
existing techniques either focus on single-object protocols or
on particular kinds of bugs, such as missing method calls.
There is no practical technique to find multi-object protocol
bugs without a priori known specifications.

In [1], we combine a dynamic analysis that infers multi-
object protocols and a static checker of API usage constraints
into a fully automatic protocol conformance checker. The
combined system statically detects illegal uses of an API
without human-written specifications. Our approach finds 41
bugs and code smells in mature, real-world Java programs
with a true positive rate of 51%. Furthermore, we show
that the analysis reveals bugs not found by state of the art
approaches.

This companion report provides a more detailed descrip-
tion of translating multi-object protocols into relationship-
based specifications. Furthermore, we list all issues reported
by the analysis to allow others to compare to our results.

II. BACKGROUND

Our approach uses a dynamic specification miner and
a static checker to respectively produce and check spec-
ifications of multi-object protocols. Both analyses divide
a protocol into two parts. The first part determines the
applicability of a protocol, and the second part describes
the constraints imposed by the protocol.

A. Specification Mining and API Usage Protocols

We use a dynamic specification miner that extracts API
usage protocols from training programs [2], [3]. Any existing
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API client can serve as a training program. A protocol
consists of a deterministic finite state machine and a set
of typed protocol parameters. States represent the common
state of multiple objects or, for single-object protocols, the
state of a single object. Transitions are labeled with method
signatures that are annotated with protocol parameters nam-
ing the receiver, the method parameters and the return value.

Definition 1 (API usage protocol). An API usage protocol
P = (M, P) consists of a deterministic finite state machine
M and a finite set of typed protocol parameters P. M is a
tuple (S,%, 6, so, Sy) of states S, the alphabet T, transitions
0, the initial state sy € S, and final states Sy C S. A
transition is a triple from S x ¥ x S, which defines the
source state, the label, and the destination state of the
transition. The alphabet 3. consists of method signatures that
are annotated with protocol parameters naming the receiver,
and optionally, the method parameters and the return value.

The mined protocols distinguish two kinds of states:
setup states and liable states. The setup states establish
which objects interact in the protocol by binding objects to
protocol parameters. The liable states describe constraints
on method calls that a programmer ought to respect. The
miner constructs protocols in such a way that the set of
parameters bound at a state is unambiguous. States at which
all parameters are bound are liable states; all other states are
setup states.

Figure 2 shows an API usage protocol describing the inter-
play of a collection ¢ and an iterator ¢. The protocol specifies
how to use the iterator (call hasNext () before next ()) and
that updating the collection invalidates the iterator. Calling
the method iterator () on ¢, which returns ¢, establishes
the interaction between these two objects. Therefore, the
later states (3, 4, and 5) are all liable states. The table in
Figure 2 gives the set of bound protocol parameters for each
state.

Since we presented the protocol miner in [2], [3], it has
evolved in several respects: First, we now create a single
protocol per set of interacting types, so that, for example,
a single protocol describes all constraints of the interplay



between a collection and an iterator. Second, we use a
heuristic to generalize protocols that contain overloaded
methods. If calling an overloaded method is allowed at a
particular state, then the protocol also allows calling other
methods with the same name and the same number of
parameters at this state. Third, we add a heuristic that allows
calling pure methods at every state. We consider a method to
be pure if the method does not change the state of any object
and if the method does not throw any exception. Finally, we
configure the protocol miner to ignore all calls to Object
and String, because these calls occur very frequently in
Java programs and dilute the protocols of other types.

B. Relationship-based Static Checking

This work uses Fusion [4], a relationship-based, static
analysis, to check API clients against specifications over
multiple objects. Fusion encodes usage constraints based
on relationships between objects. A relationship is a user-
defined, uninterpreted predicate across objects. For example,
a binary relationship 7contains(List, Element) can express
that an object of type List contains another object of type
Element, such as Tcontains(list, element). If a relation-
ship predicate is true, we say that the objects are in the
relationship. Likewise, to say that the objects are not in a
relationship means that the relationship predicate evaluates
to false.

In Fusion, API methods are specified with requirements
and effects.! A requirement is a logical proposition over
relationship predicates that describes a precondition on a
method. For example, 1ist.remove (element) may re-
quire that 7.ontains(list, element) holds. An effect is a
postcondition that describes how the truth of relationship
predicates changes after calling a method. For instance,
list.remove (element) may have the effect to remove
(list,element) from Teontains. Both requirements and ef-
fects are guarded by a trigger, a logical proposition that
describes when the requirement or effect applies.

Definition 2 (Effect constraint). An effect constraint on
a method is a tuple (m,g,e), where m is the method to
constrain, g is the trigger, and e is the set of changes to
make to the state of the relationships.

Definition 3 (Requirement constraint). A requirement con-
straint on a method is a tuple (m,g,q), where m is the
method to constrain, g is the trigger, and q is the requirement
for the method.

A complete specification of a protocol in Fusion is a set
of relationships, a set of effect constraints, and a set of
requirement constraints on the relevant methods.

Definition 4 (Fusion specification of a protocol). A Fusion
specification of a protocol can be described as F =

'We omit parts of Fusion not relevant for this work.

Collection c = ...

1
2 TIterator i = c.iterator();

3 if (i.hasNext())

4 System.out.println(i.next());

s /* current state unknown x/

6 c.update(); // legal —— invalidates iterator

7 if (i.hasNext()) // bug: iterator not valid anymore

8 System.out.println(i.next());

Figure 1: The state in line 5 cannot be determined because
different paths lead to it.

(R,E,Q), where R is a set of relationships, E is a set of
effect constraints, and @ is a set of requirement constraints.

Based on specifications of API methods, Fusion performs
an intraprocedural analysis of API clients to check whether
they respect the usage constraints. For each call to a method
with a specification, the analysis checks whether all triggered
requirements are fulfilled and applies all triggered effects.
We use a complete variant of Fusion, which guarantees that
any bug found will actually occur dynamically.

III. TRANSLATING MINED PROTOCOLS INTO
RELATIONSHIP-BASED SPECIFICATIONS

In the following, we describe how to combine protocol
mining and relationship-based static checking by translat-
ing mined protocols into checkable specifications. We first
discuss the main challenges for combining two formalisms
like these in Section III-A. Then, Section III-B provides a
high-level overview of the translation, followed by a more
detailed description in Section III-C. Finally, Section III-D
discusses how our approach addresses the challenges.

A. Challenges

We must deal with two main challenges, the first being
common to all static analyses and the second being specific
to multi-object checking:

1) Limited static knowledge: Static analysis inherently
lacks precise knowledge about which program path is taken
and as a result may miss bugs or report false positives. For
example, Figure 1 shows a piece of source code where static
analysis cannot determine the protocol state in line 5. After
the call to hasNext, the protocol is known to be at state 4.
The branch creates two paths, one path on which next () is
called, leading back to state 3, and another path on which
we stay at state 4. Because static analysis cannot determine
which path is taken, the state in line 5 is unknown. Our
combined analysis should nevertheless find the call in line 6
to be legal and detect the protocol violation in line 7.

2) Object interactions: Checking multi-object protocols
is challenging, because calling a method on one object can
influence the state of other objects. For example, the call
to update () in line 6 does not refer to the iterator i, but
directly affects its state. This dependence is implicit in mined
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Figure 2: Protocol describing how to use a collection and an
iterator. A label p = m() means that the object returned by
m() is bound to protocol parameter p. The call c.update ()
summarizes calls that may change the collection’s content,
for example, c.add () or c.remove (). Liable states have
a gray background.

Bound protocol
parameters:

multi-object protocols, where a state is the common state of
all involved objects.

B. Overview of the Translation

Given a set of protocols, how can we generate
relationship-based specifications in a way that addresses
the above challenges? We use relationships to reason about
three aspects of objects with respect to a protocol:

1) We keep track of whether calling a method is
allowed with a method relationship. This is a unary
relationship for a method of the protocol. If an
object is in a method relationship, it means that one
can legally call the corresponding method on this
object. The protocol in Figure 2 has four method
relationships:

Tnext(Iterator)
T'hasNezt (Iterator)
Tupdate (Collection)
Titerator (Collection)

There is no method relationship for constructor calls
because a newly created object cannot be in any
relationship before the constructor call.

2) We keep track of the current state of an object or a
set of objects with state relationships. The semantics
of a state relationship is that if an object or a set of
objects is in this relationship, we know these objects
to be at the corresponding state. The state relationship
is over all objects that are bound at that state. The
states of the protocol in Figure 2 translate into four

Protocol effects of calling Effects on relationships

i = c.iterator()

Move to state 3. Set r3(c,i) to true;
set r2(c), ra(c, i), and
r5(c, ) to false.

Enable methods  Set 7pgsNere(i) and

i.hasNext () and  Typdate(c) to  true;

c.update (); disable set Tnewt (1) and
methods 1.next () and Titerator(c) to false.

c.lterator ().
Establish the interaction be-
tween C and 1i.

Set rp.,(c, 1) to true.

Table I: Example of effects

iterator ().

applied when calling

state relationships:

ro(Collection)

rg(Collection, Iterator)
rq(Collection, Iterator)
r5(Collection, Iterator)

There is no state relationship for the initial state
because no variables are bound at this state.

3) We keep track of which objects interact as described
by a multi-object protocol, that is, which objects
are “in the protocol”. For this purpose, we create
a protocol relationship over all protocol parameters.
The semantics of the protocol relationship is that
if a set of objects is in this relationship, we know
these objects to interact with each other in the pro-
tocol. For example, we create a binary relationship
rpo, (Collection, Iterator) for the two-object proto-
col Pcr.

The Fusion analysis uses relationships as data structures
to describe the overall state of a protocol and to determine
whether a method call is legal. Each method call in a
program will be checked against the method’s requirement
constraints to ensure that the call is legal. Furthermore,
each method call can change the state of the relationships
according to the method’s effect constraints. The overall
approach is to use the method relationships to determine
whether a method call is allowed. The protocol relationship
and the state relationships are used to determine whether the
protocol is at a liable state and which effects to make.

1) Making effects: Calling a method can have effects
on the current state, on the currently enabled and disabled
methods, and on the binding of objects to protocols. We
create specifications that reflect these effects by adapting
the corresponding relationships. For example, calling i =
c.iterator () as described by the protocol in Figure 2
influences the state maintained by the analysis as shown in
Table 1.

Knowing that a particular method is called may not be
sufficient to determine which effects to apply and which re-



Symbol Meaning

Protocol (M, P)

Finite state machine (S, X, 4, so, Sy)

Set of protocol parameters, protocol parameter
Set of states, states

Alphabet, method signature (m € X)
Transitions (6 : S X X X .S)

Fusion specification of a protocol (R, E, Q)
Set of relationships, relationship

Set of effect constraints (m, g, €)

Set of requirement constraints (m, g, q)
Trigger (relationship predicate)

Effects (setting relationships to true and false)
Requirement (relationship predicate)

3P
-

< mm@@;u“ﬁo‘qu’lfdiﬁ
=

Table II: Reference of symbols used in this paper.

quirements to check. The reason is that a single method can
label multiple transitions. For example, calling c.update ()
at state 2 (leading again to state 2) has different effects
than calling the same method at state 3 (leading to state 5).
We handle this problem by guarding effects with triggers
on state relationships. In the example for c.update (), the
translation creates two constraints in Fusion, one triggered
by 72(c) and the other triggered by 75(c, 7).

2) Checking requirements for method calls: To check
whether calling a method is legal, we require that the
receiver is in the corresponding method relationship. For
example, to call i.next (), we require that 7,e,¢(7) is true.

The requirements imposed by a protocol are only valid
if the current state is a liable state. Therefore, we guard
requirements with the protocol relationship, ensuring that
the involved objects interact in the protocol and that the
protocol is in a liable state. For example, the requirement
on calling i.next () is guarded by rp,,(c,). This can be
thought of as a logical precondition of the form:

Ve . (TPCI (C, Z) = Tnea:t(i))

C. Formalization

This section provides a more detailed, formal description
of how to translate a finite state machine representation of a
multi-object protocol into a logical predicate representation
suitable for Fusion. Table II lists all symbols we use in this
section along with their meaning.

The translation uses two functions:

Definition 5 (Enabled : S — 2%). The Enabled(s) func-
tion returns all the methods that are legal to call at state s.
That is, Enabled(s) ={m |meX A 3t . (s,m,t) € §}.

Definition 6 (Disabled : S — 2¥). The Disabled(s) func-
tion returns all the methods that are illegal to call at state s.
That is, Disabled(s) = {m |m €% A Pt . (s,m,t) € J}.

We use the following abbreviated notation for relation-
ships by making the objects implicit:

o A protocol relationship rp means rp(p1,..,pp|)
where p1,..,pp| are the protocol parameters P of
protocol P.

o A state relationship 7, means 7s(p1, .., Pjbound(s)|)-
where p1, .., Ppound(s)| are the protocol parameters
bound(s).

o A method relationship r,, means r,,(p), where p is the
receiver of m.

« We denote the effect to set a relationship to true as +r
and the effect to set a relationship to false as —1.

Having defined the above helper functions and our no-
tation, we can now give a formal, declarative description
of how to translate a protocol P = (M, P) into a Fusion
specification F = (R, E, Q). The translation consists of
three steps. First, the translation creates relationships R
that represent states, methods, and the protocol itself, as
described in Section III-B. Second, the translation creates
a set of effect constraints ' for each method occurring in
the protocol. These constraints control how calling a method
influences the state of relationships. Third, the translation
creates a set of requirement constraints (), which specify
preconditions for calling methods. The following describes
creating effect constraints and requirement constraints, and
illustrates the translation on the protocol in Figure 2.

1) Effect constraints with known state.: The translation
creates effect constraints that represent the effects that occur
when taking transitions. For each transition (s, m,t) € §,
there will be an effect constraint (m, g,e) € E where

true if s = sg
g=1< rsArp if s is a liable state
Ts if s is a setup state

e=+ry U( U —rg) U ( U

s’eS\{t} m’ € Enabled(t)

U ( U

m’€Disabled(t)

+T‘m’)
—rm) U ep

+rp if m combines the protocol
parameters
otherwise

where ep =
none

In the example, there are four transitions labeled with
c.update (), which produce the four effect constraints
labeled with ¢ in Figure 3a.

Notice that e contains three kinds of effects. First, we
set the state relationship r; of the destination state ¢ to true
and set state relationships of all other states to false. Second,
we enable all methods that can be legally called at the target
state ¢ and disable all other methods. Finally, if m combines
protocol parameters, we set the protocol relationship to true
for these objects to establish that these objects interact as
described by the protocol.

The effect constraints are triggered by ¢ in one of three
ways. If s is the initial state, the trigger must be true since
there is no prior knowledge for this protocol. If s is a setup



state, the trigger is the state relationship r,. Finally, if s is a
liable state, the trigger is rs A rp to ensure that the effect
only occurs when the current state of the protocol is liable.

2) Effect constraint with unknown state.: The Fusion
analysis is a dataflow analysis and can lose precision after
merging paths with different state information. Therefore,
the translation must also handle the case where a method
call within a protocol occurs while we have no information
about the current state. To deal with this case, the translation
makes an effect constraint for each method. This constraint
considers all possible states at which we can be based on
the available knowledge.

Let S¢(m) be the set of target states of m, where S¢(m) =
{t|3s.(s,m,t) € dAsis a liable state}. For each m € ¥,
there will be an effect constraint (m, g,e) € E where

g=rp

€= €state U ( U

m’€AlwaysEnabled

U ( U —Tm)
m’€AlwaysDisabled

+Tm’)

where
if S; = {t}

Tt
e = i
state { none otherwise

AlwaysEnabled = ﬂ Enabled(t)
t'eSt

AlwaysDisabled = ﬂ Disabled(t")
t'eSy

In the example, c.update () produces the effect con-
straint labeled with % in Figure 3a.

To ensure that the involved objects are indeed interacting
in the protocol whenever the effect applies, the translation
guards the effect with a trigger on the protocol relationship.
However, since the current state is unknown, the translation
applies all effects of calling m that are independent of
which transition labeled with m is taken. In the trivial
case, where m labels a single transition in P, the effects
are the same as the state-dependent effects described in
Section II-C1.

Triggers of effect constraints have two purposes. First,
triggers guard effects to apply them only if the effects are
applicable. For example, we check state relationships to
distinguish between the same method call from different
states. Second, triggers make objects visible in the scope of
a constraint. For example, if a transition leads from a state
where two objects are bound to another state where two
objects are bound, we want to update the state relationship
for both objects. However, the call may expose only one
object (the receiver), leaving the other object invisible.
This is the case for calls to c.update (), where we must
update the relationships on both the collection and any
associated iterators. By guarding the effect with a trigger

over rp,, (¢,1), the iterator becomes bound and the analysis
can apply effects on all necessary relationships.

All effect constraints for the example are summarized
in Figure 3a. Each line of the table shows one effect
constraint with its method, its trigger, and its effects. While
some generated constraints are logically included in others
and can be omitted without influencing the results of the
static analysis, this is not true in general, so the translation
generates all effects as described here.

Requirement constraints.: The requirement constraints
that control when a method can be called are very simple:
For each m € %, the translation creates a single requirement
constraint (m, g,q) in @, where ¢ = rp and ¢ = r,,. That
is, we specify that for calling m, the receiver of m must be
in m’s method relationship. Figure 3b lists the requirement
constraints we generate for the example.

D. Meeting the Challenges

Our revised approach meets the challenges mentioned in
Section III-A. We deal with limited static knowledge by
maintaining both the current state and the currently enabled
and disabled methods. This approach allows the analysis to
recover knowledge that has been lost when merging paths.
Even when the current state is unknown, the analysis may
still know about currently enabled methods and continue the
analysis based on this information. The translation addresses
the problem of interacting objects by representing states
at which n objects are bound by n-ary state relationships.
Furthermore, we represent the interaction of objects through
the protocol relationship. By using the protocol relationship
as a trigger, the analysis can apply effects on all involved
objects, even if a method references only a subset of them.

Translating the protocol in Figure 2 gives constraints that
detect the bug in Figure 1. Before checking line 6, the
analysis knows the relationships rypdqte(c) and rpp0t(c, %).
That is, calling c.update () is legal and c is known to
interact with 4. The effects of the call lead to the following
relationships after line 6: r5(c), 75(i), and —7pasNewt(7)-
Thus, the precondition for calling i.hasNext () in line 7
does not hold and Fusion reports a warning.

IV. REPORTED WARNINGS

Tables III, IV, and V list all bugs, code smells, and false
positives that the analysis reports.



Method m | Trigger g | Effects e Method m  |Trigger g|Reqmt. ¢

‘ ‘ States ‘ Methods ‘Protocol update () TPo; Tup
. iterator T T
new Collection () ‘ true ‘+7"2, —r3, —T4, —r5‘—|—rup7 +7ity —Thas —rne‘ — 0 Per o
hasNext () TPor Tha
update () <& T2 +T2a —Tr3, —T4,—T5 +Tup7 +7‘it7 —Thas —Tne - next () 7‘7301 Tne
update () < T3 A T’Pcl —Tr2, —T3, —T4, +T5 +Tup7 —Tits —Tha, —Tne -
update () o |r4a N Tpgp|—T2, T3, —T4, +T5 |+ ups —Tits —Tha) —Tne| —
update () O |5 N Tpep|—T2,—T3, —T4,+Ts5 +Tup7 —Tits —Tha, —Tne -
update 0) * TPCI —T2,—T3, —T4, +7‘5 +rup7 —Tity "Thar —Tne -
iterator () ] -T2, +T3a —T4,—T5 +’rup7 —Tit, +rha7 —Tne +TPCI
hasNext () r3 N Tpeg|—T2, —7r3,+74,—75 +Tupy —Tits tThas +TTne -
hasNext () Ty N Tpor|—T2, =73, 74, =75 |+ ups —Tit, TTha, TTne| —
hasNext () TPCI -T2, —Ts3, +T47 —Ts +rup7 —Tit, +Tha7 +Tne -
next () T4 A Tpcj -T2, +T3a —T4,—T5 +’rup7 —Tit, +rha7 —Tne -
next () TPor -T2, +T3a —T4,—Ts5 +Tup7 —Tit, +rha7 —Tne -
(a) Effect constraints. (b) Requirement constraints.

Figure 3: Constraints generated for the protocol in Figure 2. Method relationships are abbreviated (r,. means 7., €tc.).
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